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Abstract: The wide diffusion of Java is partly due to its mechanisms for mobile computing.
Java provides most of the functions required to implement mobile applications, essentially
code mobility (i.e., dynamic class loading) and data mobility (i.e., object serialization).
However, Java does not provide any mechanism for the mobility of the computation (i.e.,
threads migration). Several projects have addressed the issue of Java thread migration, e.g.,
Sumatra, Wasp, JavaGo, Brakes, CIA. Most of these projects have attempted to minimize
the overhead incurred by the migration mechanisms on applications performance, but none of
them has been able to completely avoid this overhead. We propose a Java thread migration
mechanism that does not incur any performance overhead on migratory threads. In this
report, we present the design choices which allowed us to cancel the performance overhead,
and we describe the implementation of our thread migration prototype in Sun Microsystems’
JDK. We report on the experimental results that confirm the elimination of the performance
overhead.
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Migration de threads Java sans surcofit

Résumé : Le large succés qu’a connu Java est en partie dd & ses mécanismes de mobilité,
tels que les outils de mobilité du code (chargement dynamique de classes) ou les fonctions
de mobilité des données (la sérialisation d’objets). Cependant, Java ne fournit pas de mé-
canisme pour la mobilité de l’exécution (migration de threads). Plusieurs projets se sont
récemment intéressés au probléme de migration de threads Java, tels que Sumatra, Wasp,
JavaGo, Brakes et CIA. La plupart de ces projets proposent des solutions qui minimisent le
surcoit induit par la migration sur les performances des applications migrantes, sans annuler
ce surcoiit. Nous proposons un mécanisme de migration de threads Java qui n’induit aucun
surcoit sur les performances des threads migrants. Dans ce rapport, nous présentons les
choix de conception qui nous ont permis d’annuler le surcott et décrivons la mise en ceuvre
de notre prototype de migration de threads dans le JDK de Sun Microsystems. Nous pré-
sentons également les résultats de ’évaluation de notre mécanisme, résultats qui confirment
I’élimination de tout surcott sur les performances des threads migrants.

Mots-clés : threads, migration, performence, inférence de types, désoptimisation dyna-
mique, Java, machines virtuelles
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1 Introduction

With the development of large scale systems (e.g., the Internet) and mobile users, many
researchers in operating systems have investigated the design and implementation of mobile
object systems. The overall goal is to be able to move computation between distributed
machines, in order to balance the workload, to co-locate computation with data on remote
machines or to follow a user in his displacements. Many prototype systems have been
implemented, addressing some or all of the following issues:

e Moving code components. The system should allow code components to be remotely
installed on machines and it should allow dynamic binding between legacy and dy-
namically installed components. Sun Microsystems’ Java Applets [29] and Microsoft’s
ActiveX [1] are examples of such mobility.

e Moving data objects. The system should allow complex structures of objects to be
moved between machines while keeping a consistent view of the overall object universe.
Most mobile agent platforms provide such functionality, e.g., IBM’s Aglets [15], Mole
[4] or Concordia [31].

e Moving processes. The system should allow process migration, allowing a thread
interrupted on one machine to resume its execution at the same point on another
machine. Emerald [17], Sprite [10]and Charlotte [3] are distributed systems providing
process migration facilities.

Traditionally, computing environments are heterogeneous, consisting of a mix of different
hardware and operating systems. The advent of Java [26], which provides the abstraction of
a homogeneous environment, led to a multitude of middleware environments which exploit,
for different purposes, object, code or process mobility. Among them, we mention mobile
agent systems [20], meta-computing environments [7], dynamic Web browsers and more
generally dynamic reconfiguration of distributed systems [13].

Java provides most of the functions required to implement such middleware environ-
ments. Indeed, Java provides an object serialization mechanism which allows the capture
and restoration of objects’ state and therefore the migration of objects between several ma-
chines. Java also allows classes to be dynamically loaded and therefore to be moved between
several nodes.

However, Java does not allow threads to be migrated. Thread migration consists in
capturing the current execution state of the thread (mainly the thread stack) and then
transferring this state to a target node on which execution is restored. But the standard
Java API does not provide access to the execution state of Java threads, this state remains
inaccessible to Java programmers.

1.1 Context of our research

Because the execution state of a Java thread is internal to the Java virtual machine (JVM)
and is not directly accessible to Java programmers, the most intuitive approach is to add
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4 Bouchenak & Hagimont

new functions to the Java environment in order to export the thread state from the Java
virtual machine. This solution grants full access to the entire state of a Java thread, and has
been chosen by several Java thread migration projects such as Sumatra [2], Merpati [24] and
CIA [16]. The main drawback of this approach is that it depends on a particular extension
of the Java virtual machine, and the thread migration mechanism can therefore not be used
on existing virtual machines.

In order to address the issue of the portability of the migration mechanism on multiple
Java environments, some projects, like Wasp [12], Brakes [30] and JavaGo [22], propose a
solution at the application level, without relying on an extension of the JVM. This approach
is based on a pre-processor that is applied to the code of the application prior to execution;
this pre-processor transforms the code in order to add statements which capture and restore
the state of the thread. The key advantage of application-level implementations is the
portability of their migration mechanisms to all Java environments. However, they are not
able to access the entire execution state of a Java thread, because this state is internal to
the JVM. The resulting migration systems are therefore incomplete.

Whatever the level of implementation (JVM-level or application-level), all the existing
solutions impose an important performance overhead on migratory threads. For instance,
the JVM-level based systems suffer from inducing a significant overhead on thread perfor-
mance (+335%, +340%) because some of them extend the Java interpretation process and
none of them support Java execution optimization (JIT compilation). The application-level
based systems impose a non negligible performance overhead (+88%, +250%) due to the
statements added to the original code of the thread.

To summarize, all existing solutions to Java thread migration are characterized by three
properties:

o the completeness of the accessed thread state,
o the portability of the mechanism across different Java environments,

¢ and the efficiency of the migration mechanism, i.e., its impact on the performance of
thread execution.

Regarding the existing solutions, the migration systems based on a JVM-level implemen-
tation verify the completeness requirement but they lack in efficiency and portability. And
the migration systems proposed at the application-level are portable but they are neither
efficient nor complete.

1.2 Objectives

One of the first criticisms addressed to Java was its poor performance. An important
effort was therefore made by Java/JVM’s designers in terms of execution optimization and
Just-In-Time (JIT) compilation which led to today’s efficient JVM. Consequently, providing
a new feature which incurs an important overhead on applications execution is simply not
acceptable. In other words, in order to make a thread migration mechanism widely accepted
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Zero Overhead Java Thread Migration 5

in the Java community, it must not degrade the performance of the applications that use it.
Therefore, our primary objective has been to provide a mechanism which does not impose
any overhead on thread execution.

Previous works on Java thread migration do not tackle the overhead feature but rather
give the priority to the cost of the migration operation. These works are dedicated to
applications that perform frequent migration operations such as mobile agent based appli-
cations. We chose to address the overhead feature and thus provide an effective solution
for applications in which migration is necessary but occurs rarely, such as the administra-
tion of distributed systems and more generally the dynamic reconfiguration of distributed
applications.

Our second important objective is to provide a complete mechanism that captures the
complete execution state of a Java thread.

Regarding portability, from our point of view, this property was not the main issue.
Our approach was to give ourselves the opportunity to propose a complete and efficient
Java thread migration system that would be widely used and could become a standard Java
feature in future JVM implementations (this is what happened to RMI).

1.3 Ouwur approach

The efficiency and completeness objectives led us to opt for a JVM-level solution. Indeed,
this is the only way, on the one hand, to be granted access to the whole execution state
of Java threads (completeness requirement), and on the other hand, to propose a solution
without any performance overhead on migrating threads (efficiency requirement).

The main issue is to avoid the overhead on code execution, an overhead that all existing
thread migration implementations incur. In the application-level solutions, this overhead is
due to the statements added by the pre-processor, while in the JVM-level implementations
the overhead has two sources: the extension of the Java interpreter and the non-compliance
with JIT compilation.

In order to allow a Java thread to migrate between heterogeneous environments, in
a portable manner, the data representing the thread’s internal execution state must be
translated to a portable format. In order to do this, many projects propose to extend the
Java interpreter for inferring the type information necessary for the translation internal-
format/portable-format. We circumvent this problem by proposing a type inference system
which is totally separated from the Java interpreter and which is only invoked at migration
time. This type inference is discussed in section 3.

Moreover, the thread migration projects that are based on an extension of the Java
interpreter are not compatible with Java JIT compilers, as JIT compiled code no longer uses
the Java interpreter. For this reason, our proposal does not modify the Java interpreter.
But because the thread migration mechanism needs to access the thread’s execution state as
it is managed by the interpreter (a portable format of the thread’s state) and because this
state may no longer be available due to JIT compilation, we use a de-optimization system
which permits reversing the JIT compilation process and recovering the thread’s state as
managed by the interpreter. The de-optimization system is the subject of section 4.
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6 Bouchenak & Hagimont

To summarize, the general pattern of our approach is:

e not to modify in any way the execution engine used by Java applications (Java inter-
pretation or JIT compilation)

e to only add the necessary operations that will be executed at migration time (de-
optimization, type inference, thread state capture, transfer and restoration).

1.4 Status

We extended Sun Microsystems’ Java virtual machine, in its version Java 2 SDK/1.2.2
(formerly known as JDK 1.2.2). In this report, we describe the design and implementation
of the extended JVM that support thread migration with the following properties:

1. The Java language syntax is not modified.
2. The Java compiler is not modified.
The existing Java API is not affected.

A new Java API for thread migration is proposed.

A

The implementation of the thread migration facility is based on type inference and
dynamic de-optimization techniques.

Our API for thread migration is accessible at the following URL:

| http://sardes.inrialpes.fr/research /JavaThread /api/ |

It consists of a Java package which provides two main facilities, the first allowing a Java
thread to be captured/checkpointed (stored in a Java object) and restored/recovered (from
this Java object), and the second facility allowing a thread to be migrated between two
JVMs.

The implementation of our thread migration prototype comprises three main modules
which respectively implement the type inference system, the dynamic de-optimization sys-
tem and the thread state capture, transfer and restoration mechanisms (the three basic
mechanisms for thread migration operations). This extension represents about 2.500 lines
of Java source code and 17.500 lines of C source code.

Our prototype is freely available at the following URL:

| http://sardes.inrialpes.fr /research /JavaThread/ |

It has been successfully used in the Suma metacomputing platform as a basic system
for the implementation of a checkpointing/recovery facility for parallel computations [9]. In
addition to Suma’s designers, there were about 200 downloads from users, testers, students
and researchers all around the world.
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1.5 Roadmap

The rest of the report is structured as follows. Section 2 first presents the Java Virtual
Machine’s characteristics which are necessary to understand the rest of the report; it then
describes the main issues and design choices which led us to our implementation. Section 3
focuses on the implementation of the type inference system which allows inferring the type of
the information representing the thread’s execution state. Section 4 describes how we used
de-optimization techniques in order to comply with JIT optimizations. Section 5 discusses
the related work. Sections 6 and 7 are respectively devoted to our performance evaluation
and conclusions.
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2 Overall design

We first present the main characteristics of a Java virtual machine. We then present the
overall design of our Java thread migration implementation.

2.1 JVM characteristics

The Java Virtual Machine is the runtime environment on which applications developed in the
Java object-oriented language can run. A program developed in Java is generally compiled
in order to generate bytecode, a binary format which can be interpreted by a JVM. As
the JVM is ported on most contemporary machines, a bytecode compiled Java program is
portable between these machines.

The architecture of the Java environment is illustrated in Figure 1 where the JVM is
presented as an abstraction of a homogeneous machine with a defined set of instructions, an
execution engine (an equivalent of a hardware processor) and runtime data areas used for
the memory and process management. In the following, we detail the bytecode properties
we are interested in, the operating principles of the execution engine and the runtime data
areas of the JVM.

Java Programming Language
object-oriented, strongly typed, rich API

Java Virtual Machine (JVM)

Ve Y Ve N e N
instructions set execution runtime data
(bytecode) engine areas
\ J AN J N J
"instructior{ "executio\ runtime | (instruction\ (executio\ ( runtime )
s set n engine | |data areas s set n engine data | e
Solaris / Sparc Windows / X86

Figure 1. Architecture of the Java environment

2.1.1 Bytecode properties

The Java bytecode provides an instruction set that is very similar to the one of a hardware
processor. Each instruction specifies the operation to be performed, the number of operands
and the types of the operands manipulated by the instruction. For example, the bytecode
instructions iadd, ladd, fadd and dadd apply respectively on two operands of type int, long,
float and double, and return a result of the same type.

The execution of bytecode in a Java Virtual Machine is based on a stack. Figure 2
illustrates the execution of the iadd bytecode instruction which adds two integer operands.
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Before the operation is invoked, the two operands val! and wal2 are pushed on the stack.
After the operation is completed, the result res is left on top of the stack.

val 2

val 1 iadd res
> >

Before After

Figure 2. Addition of two integers in the JVM

2.1.2 Execution engine

The first generation of JVM was based on an interpreted scheme in which the interpreter
translates each bytecode instruction into the execution of native code.

In order to improve performance, the second generation of JVM has integrated Just-In-
Time (JIT) compilation, which compiles each method into native code at first call. Any
subsequent invocation uses the compiled native version of the method, and therefore per-
forms much faster (close to the performance of native code). However, if a method is rarely
invoked, it is not worth compiling it at first call. This led to the introduction of adaptive
JIT compilation, where only frequently invoked methods are dynamically compiled.

2.1.3 Runtime data areas

The Java virtual machine specification defines several runtime data areas [18]. Here, we
focus our attention on the data areas describing the execution state (or execution context)
of a Java thread.

The state of a Java thread is illustrated by Figure 3, it consists of three main data
structures:

o The Java stack. A Java stack is associated with each thread in the JVM. The Java
stack consists of a succession of frames. A new frame is pushed onto the stack each
time a Java method is invoked and popped from the stack when the method returns. A
frame includes two main data structures: a table containing the local variables of the
associated method and an operand stack that contains the partial results (operands)
of the method (e.g., the result of an iadd operation). The values of local variables
and operands may be of several types: integer, float, Java reference, etc. A frame also
contains registers such as the program counter and the top of the stack.

RT n° 0261



10 Bouchenak & Hagimont

o The object heap. The heap of the JVM includes all the Java objects created during
the lifetime of the JVM. The heap associated with a thread consists of all the objects
used by the thread (objects accessible from the thread’s Java stack).

e The method area. The method area of the JVM includes all classes (and their methods)
that have been loaded by the JVM. The method area associated with a thread contains
the classes used by the thread (classes where some methods are referenced by the
thread’s Java stack).

Class
referencd
=
Method area Java stack Object heap
,-° |operand m
-~ operand stack
-~ operand 1
| Frame
N
\\ variable n
S local variables
Java stack ~J[variable 1

Figure 3. Java thread state and Java frame

To summarize, the execution state of a Java thread is composed of the three following
data structures: the Java stack associated with the thread, a portion of the object heap
including all the objects used by the thread and a portion of the method area including the
classes used by the thread.

Notice that the Java stack is managed for the execution of a bytecode by a thread,
i.e., when the underlying execution engine is a Java interpreter. But when a method is
dynamically compiled by a JIT compiler, the invocation frames of this method are not
managed on the Java stack anymore, but on a native stack associated with the thread.

2.2 Main issues and design choices

Our main objectives have been to focus on the completeness and the performance of the
migration mechanism. First, regarding the completeness objective, in order to be able to
capture the entire state of a thread, we decided to implement the mechanism within the
JVM. This is the only way to be granted full access to the stack of a Java thread.
However, even if the data structure representing the stack of a Java thread is accessible
within the JVM, this data structure cannot be transferred to another distant JVM as is.
These data structures may include integers, booleans or Java references, which have to
be consistently marshalled and unmarshalled before and after the effective transfer. But a
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JVM does not manage any type information about the data stored in a Java stack, because a
thread is considered as a native object which is not supposed to be moved between machines.
Therefore, the difficult issue here is to infer the types of these data stored in a Java stack.

The only place where these types are known is the bytecode of the methods that push the
data on the stack. As explained in section 2.1.1, a bytecode instruction which pushes a value
on a Java stack is typed and determines the type of this value. The simplest solution is to
modify the Java interpreter for each bytecode instruction and to store the type information
"somewhere", when a value is pushed on the stack by this instruction (this is equivalent
to managing a separate type stack for each thread). However, this solution has several
important drawbacks. It requires significant modifications to the JVM and it introduces an
important overhead on the bytecode execution, since the type stack has to be managed. As
explained in section 1.2, an important objective is to avoid any overhead on the execution
of applications.

In order to avoid any overhead, type inference must be performed at migration time. We
have designed a solution in which we analyze the bytecode of the application at migration
time in order to retrieve the type of the stacked data. We show in section 3 that it is possible
to retrieve the type of all the stacked data with one pass on the application bytecode. With
this technique, the Java interpreter is kept unchanged and no overhead is incurred.

A second performance requirement is compatibility with today’s JVM JIT-compilation
techniques. The problem is that the invocation of a JIT compiled method is pushed on
the native stack (on which the Java interpreter runs), which is separate from the Java
stack. However, we observed that in one of the JVM implementations proposed by Sun
Microsystems (JDK 1.3.1), an internal interface allows building a Java method invocation
frame (the same as would have been pushed on the Java stack by the interpreter) from
the frame on the native stack (pushed by the JIT compiled method code). We describe in
section 4 how we use this JVM internal interface in order to allow thread state capture, even
in the case where JIT compiled method invocations are in the thread invocation stack.

RT n° 0261
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3 Type inference

This section first describes the technique used to retrieve the types of all data on a thread’s
Java stack in one pass of the bytecode, and then gives the current implementation status of

this technique.

3.1 Design principles
At migration time, the capture of the thread state requires to get the type of the data
included in the stack. As explained above, an important requirement is not to place any
overhead on thread execution. Extending the Java interpreter for managing data types in
the Java stack would incur such an overhead!. The type inference approach described in
this section only adds computation at migration time. It consists of analyzing the bytecode
of the application at migration time in order to retrieve the type of the stacked data. The
algorithm of the bytecode analysis for type inference is partly drawn from the bytecode
verifier algorithm described in section 4.9.2 of the Java virtual machine specification [18].
Our type inference mechanism aims at building a type stack that reflects the types of
the values contained in the thread’s Java stack. Like the Java stack, the type stack consists
of a succession of frames which we call type frames (see Figure 4). A type frame on the
type stack is associated with each Java frame on the Java stack. A type frame contains two
main data structures: a table that describes the types of the local variables of the associated
method and an operand type stack that gives the types of the partial results of the method.

| operand E type of op,, [\
& .
operand, | § [typeofop;|
] Q. [}
£ o g\
& &
o ]
S <3
3 . R
variable , § type of var, | /
Java  \[variable, g type of var, |/ ype
stack s stack

Figure 4. Type stack vs. Java stack

The type stack of a thread is built as follows. For each frame on the thread’s Java stack,
the bytecode of the associated method is parsed from the beginning to the exit point of the
method (the migration point for the top-most frame or a nested method invocation for the

1Qur first solution was based on an extension of the Java interpreter, i.e., ITS (Interpreter-based Thread

Serialization) [5].
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other frames). The objective here is to associate a type with each value (local variable or
partial result) in the Java frame, and to store this type in the associated type frame. As
explained above, the types of the values are easily inferred from the bytecode instructions.

The main problem when parsing the bytecode of a method is to determine the path that

should be followed between the beginning of the method and the exit point, in the case
where several paths exist. This problem is solved thanks to two correctness properties of

the Java code [11]:

point:

unused if the types differ.

Correctness properties:
At any given point in the program, no matter what code path is taken to reach that

P1: The operand stacks built by following each code path contain the same types.
P2: The local variables built by following each code path are of the same types or are

Block 1
Block 2
i foatk; !
E.__k_=.2;______: Block 3
}
:j=4; ! Block 4

Java source code

( - Methad voidm(iat) \

0 iconst_3 '
1 istore_1 H
2 iload_0 !
3ifne 11 !

Block 1

6iconst 1 1
7 istore_2 1 Block 2
1

1

1 11 fconst_2 Block 3
1

1

12 fstore_2

! 13iconst 4 :
| 14 istore_1 ! Block 4
115 return 1

Bytecode

Block 2

H A

1 feonst 2 |

; 3, 1Block 3
1

1

1

fstore_2 i

icclnst_4

i i
1 1
1 . !
1 istore_1 !
: 1
1 1
! i

Block 4

Execution flow graph

Figure 5. Example of bytecode execution

Figure 5 presents an example of a Java program illustrated by the Java source code,

its bytecode equivalent and the associated execution flow graph. In this program, the local
variable k is declared of type int in block 2 and of type float in block 3. The k variable is
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implemented by the same memory word in the Java frame (a variable of index 2, manipulated
at lines 7 and 12 in the bytecode). Therefore, for an exit point in block 2 or block 3, the type
of this memory word in the Java frame will respectively be int or float. If the exit point is
in block 4, the type of this memory word is undefined because no variable is associated with
it at the exit point (k is not accessible from block /). Consequently, if the exit point is in
block 1, block 2 or block 8, then this point determines the path to be followed by our type
inference algorithm (because there is only one path which reaches that point). If the exit
point is in block 4, then no matter the path which is used by our type inference algorithm
to reach that point.

The algorithm has to try different paths to reach the exit point; it memorizes the paths
to be visited whenever a branch instruction is parsed. For each parsed instruction, if an
operand is pushed or a variable assigned in the Java frame, the type is pushed or assigned
in the type frame. If an already visited instruction is reached, then the algorithm gets back
to another path among the memorized (not yet visited) paths in order to find one which
will reach the exit point. When the exit point is reached, the type frame gives the types of
the values on the Java frame.

To summarize, the determination of the types of the values on a thread’s Java stack
amounts to determining, for the code of each method currently executed by the thread,
a code path starting from the beginning of the method’s code and reaching the method’s
exit point, and inferring the types of the manipulated values from the bytecode instructions
contained in this path. We implemented an algorithm that performs this in one pass of the
bytecode. Our algorithm builds, at capture time, a type stack that reflects the types of the
values on the thread’s Java stack.

3.2 Implementation status

This type inference system has been implemented and integrated in our thread migration
service, in Sun Microsystems’ JDK 1.2.2. OQur performance evaluation is based on this
version (see section 6). We are currently porting this type inference system to JDK 1.3 (the
HotSpot virtual machine in which the de-optimization functions are available) [19].

The algorithm of the type inference system has many similarities with the algorithm
implemented by the bytecode verifier [11], which verifies at load time, the correctness of
the dynamically loaded bytecode. We are currently working on the implementation of an
optimized algorithm which should be cheaper in terms of memory and computation.

INRIA
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4 Dynamic deoptimization

4.1 Design principles

As motivated in section 1.2, one of our main objectives is not to trade Java applications
performance for the implementation of thread migration. In particular, JIT compilation
is the key technique which makes Java code execute close to the speed of native code.
Consequently, the implementation of our migration service should be compatible with JIT
optimizations.

With JIT compilers, Java methods are dynamically compiled to native code. This implies
that the execution of these methods is no longer based on the thread’s Java stack but on
its native stack. However, the type inference technique described in the previous section
requires access to the thread’s Java stack. The issue is thus to permit thread migration even
if the thread’s Java stack does not reflect the execution of the Java methods that have been
JIT compiled by the JVM’s underlying execution engine. Here, we would need functions
that allow us to restore Java frames from native frames produced by the JIT compiler, in
order to be able to apply the type inference technique.

While examining the internal structures and interfaces of Sun Microsystems’ Java virtual
machine 1.3/HotSpot (JDK 1.3), we discovered that it includes a mechanism which performs
dynamic deoptimization to transform of native frames associated with JIT compiled meth-
ods to Java frames [19]. Dynamic deoptimization was first used in the Self’s source-level
debugging system; it shields the debugger from optimizations performed by the compiler by
dynamically deoptimizing code on demand [14].

Dynamic deoptimization was introduced in the HotSpot VM in order to deal with the
inconsistency problem rising from the combination of method inlining performed by JIT
compilation and dynamic class loading. Figure 6 illustrates this problem. In this example,
a method m1I calls a method m2 of a class C1. For optimization purpose, the JIT compiler
may inline m2 in mI. But this inlining may become invalid if C2, a subclass of C1 that
overrides m2, is dynamically loaded. Here, dynamic deoptimization is used to revert from
optimized (i.e., compiled/inlined) code to interpreted code.

Thus, dynamic deoptimization was used in the context of debugging systems and dynamic
class loading systems. Here, we use it in a thread migration system. Indeed, at migration
time, we invoke dynamic deoptimization on the thread’s JIT compiled frames in order to
retrieve the Java frames which would have been produced by the Java interpreter. Theredore,
the type inference algorithm described in section 3 can be applied to these Java frames. After
the thread migration operation is completed, the JIT compiler can of course perform new
optimizations.
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void m1() { class C1{
C1o; void m2() {
for (...){ .
0= }
getinstance OfC1();
0.m2(); class C2 extends C1 {
/I Overridden method
} void m2() {
} }
1

Figure 6. Method inlining and dynamic class loading

To summarize, a Java application executes exactly in the same conditions as on a non-
extended JVM. The deoptimization mechanism permits reverting from native frames pro-
duced by JIT compiled methods to Java frames. Then, the type inference service is used to
retrieve the type of the values managed in the Java frames.

4.2 Implementation status

We have experimented with the de-optimization functions and showed that we were able to
retrieve the Java frames from the JIT compiled frames.

However, the de-optimization functions are only available in JDK 1.3 (HotSpot). We are
completing the port of the type inference system (section 3) from JDK 1.2 to JDK 1.3 in
order to produce an integrated prototype of our solution.
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5 Related work

Systems providing Java thread migration can be implemented at different levels:

o the application level

e the virtual machine level.

The main motivation for implementing migration systems at the application level is to
avoid the modification of the Java virtual machine. Such systems can therefore be used on
any JVM implementation, i.e., Java threads can migrate between all existing and future JVM
implementations. But this approach has two main drawbacks: i) it may incur a considerable
overhead and, ii) it does not take into account the complete state of the migrating Java
thread.

In contrast, migration systems implemented at the virtual machine level can solve the
overhead problem. Moreover, because such systems are implemented at the virtual machine
level, they can access the complete state of the migrating thread. However, providing a new
JVM implementation requires that this JVM be installed on a machine before a Java thread
can migrate to this machine.

5.1 Application-level approach

In the application level approach, the code (source code or bytecode) of the application is
transformed by a preprocessor which adds new statements to the application’s code. The
added statements have two main goals:

e First, they attach a backup object to every Java thread that executes the application.
This object is used to describe the execution state of the Java thread. The backup
object is serializable; the associated thread can therefore be made mobile.

e Second, the statements added by the preprocessor manage the thread state capture
and restoration operations. For each invoked method, this added code saves in the
backup object the local variables of the method, the items of the frame’s operand
stack and the exit point in the method. Thus, at any execution point, the thread
state is accessible in the backup object. The restoration is achieved by re-executing
the modified version of the application code (produced by the preprocessor). This
rebuilds the Java stack with the appropriate frames. The preprocessor inserts, at the
beginning of each method, a code sequence which checks whether a restoration is in
progress. If so, the local variables and the operand stack items are initialized with
the values stored in the backup object, and execution jumps to the point where the
method exits, according to the saved exit point.

Several Java thread migration systems follow this approach: Wasp [12] and JavaGo [23]
provide a source code preprocessor while Brakes [30] and JavaGoX [22] are based on a
bytecode preprocessor.
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Two main techniques have been used to capture the thread state at the application
level. In the first, which we call control-return technique (Brakes), the preprocessor inserts a
particular code block into the application code after each method invocation, which checks
whether the thread is in the capturing mode, and if so, first saves the state of the current
frame, and then returns to the calling method. The use of return instructions allows control
to be transferred back to the calling method and thus the state of the previous frame to be
saved in its turn. This process is recursively repeated until the entire Java stack is parsed.
The second technique, which we call exception-based technique (Wasp, JavaGo and JavaGoX)
relies on exceptions to parse all the method frames on the stack. The capture operation is
notified by throwing a particular Java exception that we call NotifyCapture. Each method
of the application is transformed by the preprocessor in such a way that it catches the
NotifyCapture exception and handles it by saving the current state of the method. The
NotifyCapture exception is then propagated to the calling method, and so forth.

The main advantage of the application level approach is that it works with unmodified
JVMs. Moreover, it is fully compliant with JIT compilers. However, it has two main
drawbacks which make it hardly acceptable:

e the overhead on applications performance,
e the incompleteness of the solution.

Due to the new code inserted by the preprocessor in the original code of the application,
a significant overhead may be incurred on applications performance (see section 6). Such an
overhead may, for instance, reduce the benefit of using thread migration for dynamic load
balancing in distributed systems.

Another drawback of the application level approach is that it does not allow capturing
the entire state of the migrating Java thread. For instance, it is not possible to perform a
migration during the execution of a finally clause. This is because this clause requires the
manipulation of a returnAddress value, a memory address, which is not portable between
several machines. Therefore, the Java thread migration systems implemented at the appli-
cation level impose some constraints, such as not permitting thread migration in a finally
clause.

Our implementation of thread migration allows capturing the entire state of a migrating
thread and it does not impose any overhead on the execution of Java applications, the cost
of the mechanism being paid only at migration time.

5.2 JVM-level approach

In JVM-level approaches, the JVM is extended in order to allow capturing and restoring
Java thread states. Some JVM internal interfaces are sometimes reused to implement the
mechanism.

In the CIA project [16], they proposed to reuse the Java Virtual Machine Debug Interface
(JVMDI) to implement Java thread migration. The JVMDI is a programming interface used
by debuggers and other programming tools [28]. It provides a way both to inspect the state
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and to control the execution of applications running in the Java Virtual Machine. The main
motivation for this solution is not to modify the JVM, by exploiting existing JVMDI features
in order to inspect and control the state of Java threads.

For capturing the state of a Java thread, CIA uses some JVMDTI’s functions in order to
parse the thread’s Java stack, and to save, for each frame on the stack, the values of the local
variables and a relative value of the program counter register?. For state restoration, CIA
uses the callback mechanism provided by the JVMDI in order to catch events when methods
are entered. The application to be restored is restarted and for each entered method, the
callback re-initializes the local variables and the PC using the saved values. This process is
recursively repeated until the interruption point at capture time is reached; at this point,
the thread can resume its execution.

However, even if CIA’s thread migration facility is provided at the JVM level, it does
not avoid the two main drawbacks of application level solutions: neither the performance
overhead nor the incompleteness. Indeed, because CIA is based on the JVMDI, the JVM
running CIA must be launched in debug mode. This implies that Java JIT compilation is
disabled and that an important overhead is imposed on the executed code (about +800%).
Regarding the incompleteness of the solution, the JVMDI does not provide any way to access
the operand stack items; therefore CIA imposes some limitations on the use of expressions
at the application programming level.

To tackle the problem of inaccessibility of the complete state of Java threads, several
projects (e.g., Sumatra [2], ITS - Interpreter-based Thread Serialization - [5], Merpati [24])
introduced extensions to Sun Microsystems’ JVM, and more precisely extensions to the
bytecode interpreter. As identified in section Main issues and design choices, the main
problem is to get the types of the values on the Java stack. The proposed solutions rely on
the typing of bytecode instructions in Java. It is therefore possible, during the interpretation
of the bytecode instructions, to determine the types of the values manipulated by these
instructions. The Java interpreter is extended to manage both the Java stack and a type
stack which registers the type of the values stored in the stack. This solution presents
the advantage of providing access to the entire state of a Java thread but it has two main
drawbacks:

e The performance overhead imposed by this technique is significant, since it impacts
most of the bytecode instructions for managing the type stack.

e It is not compatible with JIT compilation because JIT-compiled code is no longer
interpreted whereas the proposed technique is based on an extended interpreter.

To summarize, all the previously proposed solutions have serious drawbacks. First, ex-
cept for the solution based on an extension of the Java interpreter, none of them propose
a complete thread state capture mechanism, which implies limitations at the application
programming level. Second, all of them impose an important overhead on thread execu-
tion. JVM-level approaches are not compatible with JIT optimization and therefore per-

2The relative value of the PC allows the captured thread to be restored on a different machine.
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form poorly. Application-level approaches are JIT compliant, but the code inserted by the
preprocessor generates an important overhead.

Our contribution is to provide a solution which allows capturing the entire state of a
Java thread, without adding any performance overhead on migrating threads; that is CTS
(Capture-time based Thread Serialization).
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6 Evaluation

This section presents some experimental results showing the efficiency of our Java thread
migration system. It first outlines the objectives of this evaluation and the characteristics
of the evaluation environment and then presents and discusses the performance results.

6.1 Objectives

In the evaluation of the thread migration mechanism, two measurements have to be reported
(Figure 7):

e The overhead on code execution. The overhead on code execution is defined as the dif-
ference between the cost of code execution on the system which includes the migration
mechanism (E2a + E2b) and the cost of code execution on the system which does not
include the migration mechanism (E1), that is: F2¢ + E2b - E1

e The latency of migration. The latency of migration (Lat) is defined as the sum of
thread state capture, transfer and restoration.

| E2a Global |
g Lat
é | | |

Site 1 Site 1 Site 2

El

Without migration With migration (Global = E2a+Lat+E2b)

Figure 7. Performance overhead on code execution vs. latency of migration

Naturally, the overhead on code execution and the latency of migration both depend on
the application on which it is measured. In particular, they depend on the content of the
Java stack, e.g., the number of Java frames on the stack.

The objective of the evaluation presented in this section is to illustrate the two following
properties:

e The only system without performance overhead on code execution. CTS
is especially designed to avoid any change in the application bytecode, the bytecode
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interpreter or the code generated by the JIT compiler. But this is not the case of
all existing Java threads migration systems. Indeed, CTS is the only system without
any performance overhead on code execution. Qur performance evaluation aims at
comparing this performance overhead for the different approaches.

¢ Cost transferred to migration latency. The cancellation of the performance
overhead in the CTS system is not a miracle and it has its counterpart; it is obtained
by moving all the costs of the migration mechanism from execution time (overhead
on code execution) to migration time (latency of migration). Previous projects had a
different balance between these two costs.

6.2 Evaluation environment
The performance results presented in this section were obtained in the following environment:
e Synesis, Pentium III, 1 GHz uni-processor, 256 MB RAM,
e Windows NT, SP 4,
e Sun Microsystems’ Java Development KIT /Version 1.2.2, also known as Java 2 SDK /Version
1.2.2.
6.3 Performance overhead

Here, our objective is two-fold:

e to confirm what we explained in the previous sections, that is our CTS implementation
of Java thread migration does not incur any performance overhead on code execution.

e to show that other implementations all incur a significant overhead.

In order to do this, we installed and configured several Java threads migration systems,
which cover all the approaches to Java thread migration described in section 5:

e JavaGo [23], an application-level system based on a pre-processor of the application
source code executed by the Java migratory threads,

e Brakes [30] and JavaGoX [22], two application-level systems based on a pre-processor
of the bytecode executed by the migratory threads,

o ITS [5], the first solution that we proposed, based on an extension of the Java inter-
preter of the JVM,

e and finally CTS, our final solution, based on the type inference and the dynamic
de-optimization techniques in the JVM.
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We then used the Fibonacci algorithm in order to evaluate and compare the performance
overheads incurred by the migration systems we installed. Fibonacci is a recursive algorithm
which generates a lot of information on the Java stack, and it has been used as a benchmark
for the evaluation of the overhead on code execution by many projects [16, 22, 23, 30]. The
results are presented in Figure 8; this figure shows that:

e JavaGo , Brakes and JavaGoX incur a non negligible performance overhead (4+88% to
+250%), due to the code inserted by the pre-processor in the application code.

o ITS imposes an important overhead (+335% to +340%) due to the additional process-
ing performed by the underlying extended Java interpreter.

e CTS does not incur any performance overhead, as discussed in the previous section.

300% -
]
©
2 200% -
100% | f b R |
’ [ [ [

20 25 30
O JavaGo 249% 250% 246%
@ Brakes 193% 193% 189%
@ JavaGoX 88% 88% 89%
oIrs 340% 341% 335%
B CTS 0% 0% 0%

Fibonacci's parameter

‘D JavaGo E Brakes B JavaGoX O ITS B CTS

Figure 8. Fibonacci Benchmark/ JIT compilation disabled: Performance
overhead

In Figure 8, the illustrated performance figures result from benchmarks running without
Java JIT compilation. This was necessary in order to be able to evaluate the ITS system
and compare it with other systems. ITS is indeed based on an extended Java interpreter
and can therefore only be used in interpreted mode (without JIT compilation). But because
of the generalization of the use of Java JIT compilers, the effective (with JIT compilation)
performance overheads incurred by the other systems (JavaGo, Brakes, JavaGoX, CTS) are
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presented in Figure 9. Finally, even if JIT compilation reduces the performance overhead
incurred by JavaGo, Brakes and JavaGoX, it does not cancel it (+45% to +106%), thus
heavily penalizing Java migratory applications.

100% -} ] ]
75% | ] ] ]

50% -

A R B L
0

Overhead

20 25 30
O JavaGo 104% 104% 106%
E Brakes 45% 46% 46%
E JavaGoX 45% 49% 47%
B CTS 0% 0% 0%

Fibonacci's parameter

‘El JavaGo O Brakes @ JavaGoX B CTS

Figure 9. Fibonacci Benchmark/ JIT compilation enabled: Performance
overhead

6.4 Cost transferred to migration latency

The result of the evaluation presented in the previous section is that CTS is the only Java
thread migration system that does not incur a performance overhead on migratory threads.
This behavior is not surprising; it is due to the fact that CTS does not perform any additional
processing while the application executes. In other words, with CTS, there is no performance
overhead because all additional cost is transferred to migration latency.

In this section, we aim at discussing the relationship between, on one hand, the variation
of the performance overhead on a migratory thread and, on the other hand, the variation of
the migration latency.

In order to be able to compare the latency of a Java thread migration using different mi-
gration systems, the environmental characteristics for the evaluation of the different systems
must be as similar as possible. When studying the different thread migration implementa-
tions, we noticed that each migration system proposes its own implementation of the thread’s
state transfer, one of the three steps of a thread migration (i.e., state capture, transfer and
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restoration). Different implementations of thread state transfer incur different state transfer
times, and because most of the time of a thread migration is spent in the transfer of the
state [6], the comparison between the different migration systems may be distorted. To ho-
mogenize the evaluation environment, we implemented a common state transfer mechanism,
which is simply based on Java object serialization and system Java class loader. We then
modified each migration system by re-implementing its transfer operation in order to make
it use the new transfer mechanism.

Another aspect for the comparison of the latency of a Java thread migration using dif-
ferent migration systems is the homogenization of the benchmarks used for the evaluation
of the migration latency with the different systems. Indeed, with all the migration systems,
the migrating thread must have the same execution context when it migrates, i.e., similar
Java frames pushed on its Java stack, similar Java objects in its heap. In order to achieve
this in our evaluation, we fixed the number of Java objects used by the migrating thread and
focused on the variation of the number of Java frames on the thread’s Java stack. To vary
the number of frames on the thread’s stack, we wrote a benchmark program that first per-
forms recursive calls of a Java method and, when it reaches the deepest recursive call, runs
a ping-pong program using the migration facility of the underlying benchmarked system in
order to measure the average latency of a migration operation.

For the evaluation of the migration latency with JavaGo, Brakes and JavaGoX, the
benchmark program was written following the programming constraints of each system and
then passed through the pre-processor before running it on the standard JVM. The bench-
mark program for ITS and CTS was written and run on the associated extended JVM.

On the other hand, in order to be able to illustrate the relationship between the varia-
tion of the migration latency and the variation of the performance overhead on a migratory
thread, the two evaluations must be performed in a similar evaluation environment. And be-
cause the variation of the migration latency was evaluated according to the number of frames
on the thread’s Java stack, we also evaluated the variation of the performance overhead on
the execution of a program according to the number of frames that this execution pushes on
the thread’s stack. For measuring the performance overhead, we used a benchmark program
that performs recursive calls in order to be able to vary the number of frames.

For the evaluation of the performance overhead of JavaGo, Brakes and JavaGoX, the
benchmark program was first written following the programming constraints of each system
and then passed through the pre-processor before it was run on the standard JVM. Whereas
for ITS and CTS, the benchmark program was written following the standard Java language
syntax and run on the associated extended JVM (i.e., respectively ITS and CTS).

Figure 10 and Figure 11 illustrate, for the JavaGo , Brakes , JavaGoX , ITS and CTS
systems, the variation of, on the left-hand side, the performance overhead on a migrating
Java thread, and on the right-hand side, the thread migration latency. In Figure 10, the
thread migrates when it has five Java frames on its Java stack and in Figure 11, the thread
migrates when there are ten Java frames on its Java stack.
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The two last figures show that:

e For the application-level systems (JavaGo, Brakes, JavaGoX), the overhead on the mi-
grating thread and the migration latency are inversely proportional. This is explained
by the fact that the more processing is performed during the execution of the thread
(performance overhead), the less processing is required at migration time (migration
latency).

e Here, the performance overhead of ITS lies between the overhead of the Java source-
level system (JavaGo) and the overhead of the bytecode-level systems (Brakes, Jav-
aGoX). But the inverse proportion is not present in the migration latency; this is due
to the fact that ITS meets the completeness requirement (see section Main issues and
design choices) and thus performs more processing at migration time.

e CTS proposes the more expensive migration because everything is done at migration
time.

6.5 Synthesis

To summarize, our evaluation experiments show that:

e Apart from the thread migration operation itself, the performance of the thread when
it is running its own application code does not change. The inexistence of performance
overhead with CTS may appear to be a general behavior but it is not. CTS is the
only Java thread migration system without any performance overhead on migratory
threads.

e The cancellation of the performance overhead in the CTS system is not magic; it is
obtained by transferring all the additional cost to the migration latency.

As a result of the evaluation experiments, we can identify two kinds of behaviors in the
existing Java threads migration systems:

e the migration systems that minimize the migration latency by adding an overhead on
the migrating threads, this behavior is probably interesting for mobile agent based
applications where migrations are frequent operations, and

e the migration systems that do not modify the "normal" performance of the migrating
threads and put all additional cost in the migration operation, this kind of behavior
targets the applications where the migration operations are necessary but occur rarely
such as the administration of distributed systems.
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7 Conclusion

Java provides most of the functions required to implement mobile applications, essentially
code mobility (i.e., dynamic class loading) and data mobility (i.e., object serialization).
However, Java does not provide any mechanism for the mobility of the computation (i.e.,
threads).

Several projects attempted to provide such a mechanism in the Java environment, but
the proposed solutions were limited in terms of completeness - they don’t allow capturing
the complete state of a Java thread - and in terms of performance - they impose a significant
overhead on applications performance.

In this report, we presented the design and the implementation of a Java thread migration
mechanism which is optimal for both completeness and performance aspects. Our solution
allows the capture and restoration of the complete state of a Java thread and it does not
impose any runtime overhead on applications performance.

Our thread migration system has been implemented within the Java Virtual Machine,
which grants access to the entire threads state. It relies on a type inference system which
allows inferring the type of the information on a thread stack. This type inference system is
totally separated from the JVM interpreter and does therefore not impact bytecode inter-
pretation performance. In order to comply with JIT compilation, our migration system uses
a de-optimization system which allows reversing the JIT compilation process. At migration
time, native execution structures (resulting from JIT compilation) are de-optimized, which
allows recovering the Java stack (as managed by the interpreter) and capturing it.

We reported on a performance evaluation based on our thread migration prototype and
on several prototypes from projects which implemented different approaches. This evaluation
demonstrates that we are able to have all the costs of the mechanisms paid at migration
time, without any overhead on code execution. This is an effective solution for applications
requiring a migration facility, with non frequent migration operations: the "normal" behavior
of the applications must therefore be kept unchanged.

In this report, we described our work towards the provision of the basic mechanisms
underlying the building of an effective and complete Java thread migration system. We
restricted our discussion to the design and implementation issues in a local environment (i.e.,
a local JVM), and we did not discuss the problems rising from using our migration facility
for building large distributed systems. Some elements of response are presented in [9], where
the authors describe the building of a distributed fault tolerant system using our Java thread
checkpoint /recovery mechanism. Indeed, Cardinale et al. describe their implementation of
a checkpoint /restart facility for parallel computations in the Suma metacomputing system.
The fault tolerance was the first experiment with our system, and in the future, we plan to
experiment with our thread migration system to build large mobile distributed applications.
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