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The palindrome systolic array revisited*

Hervé Le Verge and Palrice Quinton

IRISA-CNRS, Campus de Beaulieu, 35042 Rennes Cedex, France
e-mail : quinton@irisa.fr

1 Introduction

As density of integrated circuit increases, parallel arrays — i.e. systolic arrays[Kun82],
wavefront arrays[KAGR82], regular iterative arrays[Rao85], to name a few types-of such
architectures — become one of the favorite architectural style of special-purpose system
designers. The reasons are well known. Parallel arrays have high performances and are
modular, and these properties make them well suited for implementing systems commonly
found in many application areas. On the other hand, the main concern of system designers
is to produce as quickly as possible a special-purpose system — 1.e. a combination of
hardware and software — without default. Parallel regular arrays are complex algorithms,
thus difficult to master. This often leads to errors in the design process.

The purpose of this article is to present a language, ALPHA, and its use for the syn-
thesis of regular arrays. To this end, we consider the famous example of the palindrome
recognizer, which has served as a support for the illustration of various design methodolo-
gies. This algorithm is considered by Cole[Col69], who describes a systolic array. Leiserson
and Saxe[LS81] consider this example to illustrate their Systolic Conversion Theorem.
More recently, Van de Snepscheut and Swenker[dSS89] also investigate the derivation
of paralle] algorithms for the palindrome recognition, by means of stepwise refinement
method.

In Sect. 2, we first summarize the characteristics of the ALPHA language. Then, Sect.
3 explains in detail the synthesis of a real-time palindrome recognizer, thus illustrating
the potential of ALPHA.

2 The ALPHA language

The principles of ALPHA have been presented in detail elsewhere[DVQS91, DGL*91,
LMQ91]. The purpose of this section is just to introduce the non familiar reader with
the notations and main ideas of the language.

The ALPHA language is based on the recurrence equation formalism. It is therefore
an equational language, whose constructs are well-suited to the expression of regular

* This work was partially funded by the French Coordinated Research Program C* and by the
Esprit BRA project NANA.



algorithms. The ALPHA language can also be used to describe synchronous systems, and
therefore, provides a natural framework for the transformation of algorithm specifications
into architectures. Interactive transformations of ALPHA programs can be done using
the ALPHA DU CENTAUR environment, implemented with the language design system
CENTAUR[BCD*87]. ALPHA DU CENTAUR includes a library of mathematical routines
that are used to searth efficient transformations of programs.

2.1 The basics

An ALPHA program is a collection of single assignment equations. ALPHA follows the
classical principles of a structured, strongly typed functional language.

To explain the language, let us consider the ALPHA program, also called a system
of equations, presented in Fig. 1 which represents an iterative version of the calculation

system erample ( X : {i|]l <1 < 3} of integer )
returns ( s: integer );
var
sum : {i|0 <1 < 3} of integer ;
let
sum = case
{i[s = 0} : 0.(s —=);
{1 <i<3}: X+ sum.(i —i—1),
esac;
s = sum.(— 3);
tel ;

Fig.1. Example of ALPHA program

s = Y°2_, Xi. This program takes an input variable X, indexed on the set {i|l < i < 3}
of integer, and returns an integer s. Moreover, there is local variable sum, defined on the
set {7]0 < i < 3}. Between the keywords let and tel, we find the definition of sum and
s. Each definition provides a synonymy between a variable and an ALPHA expression.
ALPHA variables and expressions are in fact functions from an index domain of Z™ -
the spatial domain of the variable or the expression- to a set of values of a given type
(boolean, integer, real, in the current version.) Spatial domains of ALPHA variables are
restricted to integral points of convex polyhedral domains (see [Sch86] for notions on
convex polyhedra).

2.2 Motionless and spatial operators

ALPHA expressions are obtained by combining variables (or recursively, expressions) to-
gether with two sorts of operators : motionless operators and spatial operators.
Motionless operators are the generalization of classical operators to ALPHA expres-
sions. Operators defined in such a way are usual unary and binary operators on basic
types, and the conditional operator if..then..else. As an example, given one-dimensional



variables X and Y, the expression X + Y represents a function defined on the intersection
of the domains of X and Y, and whose value at index 7 1s X; 4+ Y;.

Spatial operators are the only operators which operate explicitly on spatial do-
mains. The dependence operator combines dependence functions and expressions. Depen-
dence functions are affine mapping between spatial domains, and are denoted (¢, 7,... —
f(i,3,..)) where f is an affine mapping. Given an expression F and a dependence func-
tion dep, E.dep denotes the composition of functions £ and dep. As an example, the
expression sum.(i — ¢ — 1) denotes the expression whose i-th element is sum;_;. Note
that constants are defined on Z°% and (— i) denotes the mapping from Z° to Z : the
definition s = sum.(— 3) in Fig. 1 says that s is sumg (the value of sum at index 3.) The
restriction operator restricts the domain of an expression, by means of linear constraints. - -
In Fig. 1, the expression {i|l1 < i < 3} : X + sum.(i — i — 1) restricts the domain of X
+ sum.(i — i — 1) to the segment [1, 3]. The case operator combines expressions defined
on disjoint domains into a new expression, as the variable sum of program shown in Fig.
1.

The spatial operators allow recurrence equations to be expressed. In Fig. 1, the value
of the variable sum is the sequence of partial sums of the elements of X and is defined by
means of a case, whose first branch specifies the initialization part and the second one
the recurrence itself.

2.3 Basic transformations

As any functional language, ALPHA follows the substitution principle : any variable can be
substituted by its definition, without changing the meaning of the program. Substituting
sum in the definition of s in program of Fig. 1, gives the program shown in Fig. 2. One

system erxample ( X: {1]1 <1< 3} of integer )
returns ( s:integer );
var
sum : {1]0 < ¢ < 3} of integer ;
let
sum = case
{iji =0} : 0.(s —);
{ili>0}: X+ sum.(s = i = 1);
esac;
s = {(case
{ili =0} : 0.(+ —);
{sli >0} : X + sum.(s —» 1 = 1);
esac).(— 3);
tel ;

Fig.2. Program 1 after substituting sum by its definition

can show that any ALPHA expression can be rewritten in an equivalent expression, called
its normal form, whose structure is composed of a unique case, and all dependencies are
directly associated with variables and constants. This normal form is also called Case-
Restriction-Dependence form. The normalization process often simplifies an expression,



and can be used, together with the substitution, to do a symbolic simulation of an ALPHA
program. For example, the definition of s in program (2) becomes after normalization :

s= X.(—3) + sum.(— 2);
and by repeating this process :
s=X(—3)+ (X(=2)+ (X(—= 1)+ 0.(=)));

which is just the definition of s.

A change of basis can be applied to the index space of any local variable, using a
straightforward syntactic transformation of the equations [LMQ90): in order to apply
the change of basis defined by a unimodular dependence function dep to a variable
X, one needs to replace the definition domain of X by its image by dep, to replace
right-hand side occurrences of X by X .dep, and finally to replace the equation X = exp
by X = ezp.dep~ . The case when dep is not unimodular can be dealt with by first
embedding the variable X in a higher dimensional index space. The change of basis
transformation is the core of space-time reindezing, as will be shown below.

3 Synthesis of a real-time palindrome recognizer

The goal of the following ALPHA exercise is to show how the classical systolic palindrome
array described in [Col69] can be synthesized from “as high-level a specification as possi-
ble”. After describing this initial specification, we outline each one of the transformations
needed to reach an ALPHA program “reasonably close” to the hardware description of
the solution. All transformations, but a few ones that we will mention, were performed
using ALPHA DU CENTAUR, that is to say, fully automatically. However, the choice of the
transformations to be applied and the order of their applications was manual. We should
emphasize that the goal was not to find out a new palindrome recognizer, but rather to
prove by construction the correctness of an implementation of the classical solution.

3.1 The problem and its initial specification

Let a = ag.....an,—1 be a string of n characters. It is said to be a palindrome if, for all
i, 0< 1< n-1, q;is equal to a,-;—;. The problem we want to solve is to find out a
real-time palindrome recognizer, that is to say, a device which reads a; in increasing order
of 7, and answers immediately after reading a,-; whether ag....an_; is a palindrome or
not. From this informal description of the algorithm, we get the first ALPHA program
of Fig. 3. The program takes the string a as input, and returns a boolean function pal,
defined as

pal, = /\ (ai = an—i-1). (1)

0<i<(n-1)/2

Without loss of generality, the actual program presents the derivation of a bounded
palindrome array, able only to handle strings of at most 8 symbols. The definition of pal
uses the reduction operator red od ALPHA, whose precise description and operation are
beyond the scope of this paper{Lev91].



system palindrome ( a: {§|]7 > i > 0} of integer )
returns ( pal : {n|n > 1} of integer );

let

pal=red( A, (i,n—n), {i,n]8>n>2i+2}:a(iin—d)=a (in——i+n—1))
tel ;

Fig. 3. Initial specification of the palindrome algorithm

3.2 Serialization of the reduction operator

Figure 4 shows the program, after replacing the reduction operator by a recurrence. To
do so, we need to introduce a new variable, p, defined over a domain of dimension 2. This
variable is defined by a recurrence, initialized with the null element of A, i.e., true. The
recurrence is done by decreasing value of the index ¢ in the reduction of equation (1).
The result palof the program is now defined by pal, = pg 5.

system palindrome ( a: {i]i > 0;7 > i} of integer )
returns ( pal : {n|n > 1} of integer );
var
p:{t,n|i >0;82> n;n> 2142},
{i,n]t > 1;2i+ 1> n;n > 21;8 > n} of boolean ;
let
pal = {i[8 2 i5i 2 2} : p.(i — 0,1);
p = case
{,nli > 1,2+ 1> n;n > 2i;8> n}: true.(i,n —);
{Hin]i>0;8>nm;n>2i+2}:p(i,n—i+1,n)A
a(i,n—id)=a. (ijn - —i+n—1)
esac;
tel ;

Fig.4. Version after serialization of A

3.3 Uniformization

The next transformation, referred to as uniformization, pipelining, or localization in the
literature, is rather complex. The definition of p in the program of Fig. 4 contains two
instances of the variable a which are not two-dimensional. The uniformization transforma-
tion aims to replace these instances by new variables Af and A2, which are defined by in-
duction on the domain of the variable p, in such a way that the arguments of the equation
be defined on the same domain, thus leading to uniform recurrence equations] KMW67].
The interested reader will find in [QD89] details on this transformation.



system palindrome ( a: {il{ > 0; 7 > i} of integer )

returns ( pal: {rn|n > 1} of integer );

var

A2:{t,n]i > 0;8 > n;n > 2i + 1} of integer;

Al: {i,n]i > 0;8 > n;n > 21 + 2} of integer;

p :{i,n|t>0;82>n;n>242},

{t,n|n > 2i;§ > 1,8 > n;2i+ 1 > n} of boolean ;

let

pal = {i|8 > ;5 > 2} : p.(s — 0,1);

p = case
{i,nin>21;§ > 1;8 > n;214+ 1 > n} : true.(i,n —);
{i,n}i>0;8>n;n>2i+2):p.(i,n — i+ 1,n) A Al = A2;
esac;

Al = case
{i,n]i>0;3> 6;n=2i+2}:a(i,n — i)
{i,n]i>0;8>n;n>2143}:Al.(i,n —i,n—1);
esac;

A2 = case
{i,nli=0;8>n;n>1}:a(i,n — —i+n—1)
{£,n|8>n;i>15;n> 2141} : A2.(i,n = {—-1,n - 1};
esac;

tel ;

Fig. 5. Version after uniformization

3.4 Connecting Af and A2

The uniformization of the occurrences of a in the definition of p done in Sect. 3.3, has
the effect of introducing two different flows of a data: one for the variable A1, and one
for A2. This situation, although perfectly correct, is undesirable from the point of view
of the architecture design, as it will result in two flows of data carrying the same values.
To avoid this problem, one can “connect” these flows, by noticing that the initial values
of A1, defined in the branch

{i,n]i>0;3>4n=2i+2}:a.(i,n—1);

of the case expression, are in fact equal to A2.(i,n — i, n—1). The result is shown in Fig.
6. This rather heuristic transformation cannot be done automatically. However, one can

Al = case
{t,n[i>0;3>4n=2i+2}: A2.(i,n — §,n — 1);
{i,n[i > 0;8>n;n>2i+3}: AL (i,n —i,n—1);
esac;

Fig. 6. Connection Af and A2

prove that the resulting program is equivalent by repeated substitution and normalization
of A2 in the new equation.
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3.5 Initialization of p

A similar transformation has to be applied to the initialization part of the equation which
defines p. The idea behind this transformation is, by anticipating the final shape of the
architecture, to avoid broadcasting an initialization control signal to all the cells of the
architecture. To this end, the initialization part of the definition of p is split in two sub-
equations, each one defined on one segment domain (see Fig. 7). Then, uniformization is

applied on each new equation.

p = case
{i,n|7 > 241 > 1;2i+ 1 =n} : true.(i,n —);
{i,n]i > 1;4 > i;n = 2i} : true.(i,n —);
{i,n]i > 0;8 > n;n > 2142} : p.(i,n =1+ 1,n) A Al = A2;
esac;

Fig.7. Splitting the initialization part of the definition of p

system palindrome { a: {iJi > 0;7 > i} of integer )
returns ( pal : {n|n > 1} of integer );

var

init2: {¢,n}t > 1;4 > 1;n = 2i} of boolean;

initl :  {i,n|7 > 21;4 > 1;2i + 1 = n} of boolean;

let
p = case
{1,n»|7>2i;i>1;20 4+ 1 = n} :init];
{i,n|t > 1;4 > i;n = 2i} : init2;
{{,n|1 >0;8>n;n>2142} :p.(i,n —1i+1,n) A Al = A2;
esac;
initl = case
{i,n|3 =n;1 =i} : true.(1,n —);
{i,n]72>24;i> 2,21 +1=n} :initl.(i,n = i~ 1,n - 2),
esac;
init2 = case
{i,n|2 =n;1 =1} : true.(s, n —);
{t,n[{ > 2,4 > t;n =21} : nit2.(i,n = i—1,n = 2);
esac;
tel ;

Fig.8. Uniformization of initialization signals




3.6 Embedding and change of basis

The last transformation of the program is known in the literature as space-time reindez-
ing. It corresponds to finding a time axis and a processor axis in the index space, in such
a way that the resulting system of equations represent the operation of a synchronous
architecture. Techniques to do this are well-known (see {Mol82], among many others). In
the present case, the time component, i.e, the time at which calculation (7, n) is done,
is #(i,n) = 2n — 1, and the space component, i.e. the number of the processor calculat-
ing (i,n) is simply 7. In term of ALPHA program transformation, space-time reindexing
amounts to operate a change of basis, as described in Subsect. 2.3. However, a careful
analysis of the dependencies reveals that the period of the cells of the desired architec-
ture is 2, i.e., each cell operates only every other tick of the clock. As a consequence,
one cannot use directly a unimodular change of basis. To circumvent this problem, one
uses the following trick : first, local variables are embedded in a three-dimensional space,
simply by adding a new index (k for example), arbitrarily set to 0. The effect of this em-
bedding is illustrated in Fig. 9 for variable A2. Then, one performs a unimodular change

system palindrome ( a: {i]i > 0;7 > 1} of integer )
returns ( pal : {rn}n > 1} of integer );

var

A2 {i,n,k|i >0;8 >n;n > 2i+1;k =0} of integer;

let

A2 = case
{i,n,kji=0,8>n;n>1;k=0}:a (i,n,k— —i+n—1);
{t,n, k|82 n;i> 1;n 221+ 1;k =0} : A2.(i,n,k — i —1,n —1,0);
esac;

tel ;

Fig.9. After embedding

of basis, chosen in such a way that its projection on the first two indexes correspond to
the desired, non unimodular, space-time transformation. In our example, the change of
basis we are looking for is (f,p,k) = (2n — i + k,i,n + k). The same change of basis is
performed on all variables, except inill and init2 which are additionally translated by
(t,p, k) = (—3,-1,0) in such a way that the initialization signal enter cell number 0 of
the array. The result is shown in Fig. 10. It can readily be interpreted as the systolic
architecture depicted in Fig. 11. The array has period 2, and uses n/2 cells. Notice that
the initialization of the cells is fully systolic, as the operation of the array makes no
assumption on the initial state of the registers of the cells: all data and control signals
enter the array in cell 0, and results are obtained in real-time in cell 0 as well.

10



system palindrome ( a: {s}i > 0;7 > i} of integer )

returns ( pal : {n|n > 1} of integer );

var

init2 : {t,p, k|8 > k;2p + 2 = k; k > 2;2t 4+ 6 = 3k} of boolean;

initl : {1,p, k{19 > 2;3p + 2 = t;t > 2,2t + 5 = 3k} of boolean;

A2 :{t,p, k|8 > k;2t > 3k + 1,2k =t + p; 2k > t} of integer;

Al :{t,p,kip>0;t>3p+4;16 > 1+ p; 2k =t + p} of integer;

p {t,p,kl2k>t+ 1,2t >3k2k=t+p;3k+12>2t;8 >k},
{t,p,klp>0;t > 3p+4;16 > t+ p; 2k =t + p} of boolean ;

let

pal ={i|8 > ;i > 2} :p.(s — 2i,0,1);

p = case
{t,p, k|25 > 24;t =3p + 2;t > 5;2t = 3k + 1} : initl.(¢, p,k -t = 3,p ~- 1,k);
{t,p, k|t > 3;3p=1t;12 > t;3k = 2t} : init2.(t, p, k — t —3,p— 1, k),
{t,p,klp>0;t>3p+4;16 > t+p; 2k =t +p} :

pt,p,k—t—1,p+1,k) A Al = A2;

esac;

Al = case
{t,p, k13> 4;3p+4 =812 4,2t =3k + 2} : A2(t,pk—t—-2,p,t +p—k —1);
{t,p, klp>20;t>3p+6;16 >t 4 p;2k =t +p}: Al.(t,pk—1t-2,p,k—1);
esac;

A2 = case

{t,p,k[t>2p=0;16 > t;2k =t} s a.(t,p bk = t — k — 1);
{t,p, klp>21;t>3p+ 2,16 > t+p;t+p =2k} : A2 (t,p, k-t —1,p—-1,k—1);
esac;

initl = case
{t,p, k|3 =k;p=0;2 =1} : true.(,p, k —);
{t,p, k[t > 53p+2=119 2 2t;3k =2t + 5} :

initl.(4,p,k =t =3, p—1,t+p—k +2)

esac;

init2 = case
{t,p,klt=0,p=0;2 =k} : true.(t,p, k =);
{t,p,kK|9> t;t =3p;1 > 3;2t + 6 =3k} : init2. (4, p,k =1 -3, p—1,t+p—k+2),
esac;

tel ;

Fig.10. The final ALPHA program

4 Conclusion

We have described the ALPHA language, and illustrated its use for the derivation of
a palindrome real-time recognizer. The ALPHA DU CENTAUR environment includes a
translator to the input language of a standard cell VisI generator, which accepts as
input a subset of ALPHA very similar to the final version of the palindrome. Its use for
the automatic synthesis of a systolic correlator is reported in [DGL*91]. Our experience
with ALPHA has shown us that it is a very concise means of describing regular algorithms,
and of deriving correct parallel arrays for these algorithms. In particular, the possibility
of expressing all steps of the algorithm transformations using a unique language is very
convenient.

11
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